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# Введение

Цель практики – изучение трёхслойной архитектуры, которая хранит информацию в базе данных, и паттерна MVC на платформе .Net.

В ходе практики были изучены такие понятия, как:

1. уровень работы с базой данных;
2. уровень бизнес логики;
3. пользовательский интерфейс;
4. создание базы данных для хранения информации;
5. создание хранимых процедур;
6. построение веб-приложения на основе MVC.

# Трёхслойная архитектура

Трёхслойная архитектура – это архитектурная модель программного комплекса, включающая следующие компоненты: клиент, сервер приложений, сервер базы данных.

К достоинствам можно отнести следующее:

1. масштабируемость;
2. конфигурируемость;
3. высокая безопасность;
4. высокая надёжность;
5. низкие требования к скорости канала между терминалами и сервером приложений;
6. низкие требования к производительности и техническим характеристикам терминалов, как следствие снижение их стоимости.

Из достоинств вытекают следующие недостатки:

1. более высокая сложность создания приложений;
2. сложнее в разворачивании и администрировании;
3. высокие требования к производительности серверов приложений и сервера базы данных, а, значит, и высокая стоимость серверного оборудования;
4. высокие требования к скорости канала между сервером базы данных и серверами приложений.

Сначала приложение создаётся как просто консольное приложение. Слой клиента является консольным приложением. Дальнейшие компоненты добавляются как библиотеки классов.

## Слой клиента

Этот компонент отвечает за взаимосвязь с пользователем, то есть за интерфейс, который пользователь будет видеть на экране компьютера или телефона.

В программе, которая была реализована во время летней практики, этот компонент называется PL (Presentation Layer). Интерфейс представляет собой консоль, в которой пользователь может выбирать определённые действия, такие как добавление пользователя, медали или награждение пользователя определённой наградой:
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Рисунок 1 – Пример консольного интерфейса

Слой клиента взаимодействует с бизнес логикой, используя слабое связывание, то есть через интерфейс. В данном случае используются интерфейсы слоя логики IUserLogic и IAwardLogic, в которых перечислены методы для работы с логикой программы. Для взаимодействия со слоем логики через интерфейс в методе Main(string[] args) инициализируются переменные userLogic и awardLogic с помощью IoC-контейнера Ninject.

## Слой бизнес логики

Этот компонент отвечает за логику приложения, то есть обработку и выдачу данных в нужном формате.

В программе, которая была реализована во время летней практики, этот компонент называется BLL (Business Logic Layer). Слой представляет из себя набор методов для обработки входящих данных. Например, метод UpdateUser(string id, string name, string birthday), который обновляет данные пользователя и возвращает либо true, либо false, сообщая о том, прошла операция или нет. На вход метод получает номер пользователя – id, новое имя пользователя – name и новую дату рождения – birthday. Внутри данные преобразуются в нужный формат для работы с базой данных. После обработки данных метод передаёт параметры другому методу UpdateUser, расположенный в слое базы данных. Если данные введены пользователем неправильно, то метод возвращает false и сообщение об ошибке. В параметры не входит возраст пользователя, так как он высчитывает с помощью отдельного приватного метода SetAge(DateTime birthday), который возвращает целочисленное значение, то есть возраст пользователя.

…..

public int SetAge(DateTime birthday)

{

if (DateTime.Today.Month > birthday.Month)

{

return (DateTime.Today.Year - birthday.Year);

}

else

{

return (DateTime.Today.Year - birthday.Year) - 1;

}

}

…..

…..

public bool UpdateUser(string id, string name, string birthday)

{

DateTime dateTime;

int userId;

if (DateTime.TryParse(birthday, out dateTime) && (Int32.TryParse(id, out userId)))

{

if (GetUserById(userId) != null)

{

\_userDao.UpdateUser(userId, name, dateTime, SetAge(dateTime));

return true;

}

else

{

Console.WriteLine($"DB has no information");

return false;

}

}

else

{

Console.WriteLine($"Incorrect id or birthday");

return false;

}

}

…..

Слой бизнес логики взаимодействует со слоем базы данных, используя слабое связывание, то есть интерфейс. В данном случае используется интерфейс слоя базы IUserDao, в котором перечислены методы для работы с базой данных. Для взаимодействия со слоем базы данных через интерфейс в конструкторе инициализируется переменная \_userDao.

…..

private readonly IUserDao \_userDao;

public UserLogic(IUserDao userDao)

{

\_userDao = userDao;

}

…..

## Слой базы данных

Этот компонент отвечает за работу с самой базой данных, которая хранит все себе данные о пользователях и наградах.

В программе, которая была реализована во время летней практики, этот компонент называется DAL (Data Access Layer). Слой представляет собой набор методов для работы с базой данных. Например, метод UpdateUser(int wantedId, string wantedName, DateTime wantedBirthday, int wantedAge). С помощью SqlConnection осуществляется подключение к базе данных. Далее, используя метод CreateCommand(), указывается используемая хранимая процедура. В данном случае используется хранимая процедура под именем UpdateUser. После определяются параметры для хранимой процедуры: @ID, @NAME, @BIRTHDAY, @AGE, которые соотносятся с входящими параметрами соответственно. С помощью метода Open() открывается подключение к базе данных, а метод ExecuteNonQuery() выполняет процедуру, то есть обновление пользователя в базе данных.

…..

public int UpdateUser(int wantedId, string wantedName, DateTime wantedBirthday,

int wantedAge)

{

using (var connection = new SqlConnection(\_connectionString))

{

var command = connection.CreateCommand();

command.CommandType = System.Data.CommandType.StoredProcedure;

command.CommandText = "UpdateUser";

var id = new SqlParameter("@ID", SqlDbType.Int)

{

Value = wantedId

};

command.Parameters.Add(id);

var name = new SqlParameter("@NAME", SqlDbType.VarChar)

{

Value = wantedName

};

command.Parameters.Add(name);

var birthday = new SqlParameter("@BIRTHDAY", SqlDbType.DateTime)

{

Value = wantedBirthday

};

command.Parameters.Add(birthday);

var age = new SqlParameter("@AGE", SqlDbType.Int)

{

Value = wantedAge

};

command.Parameters.Add(age);

connection.Open();

return (int)(decimal)command.ExecuteNonQuery();

}

}

…..

## Ninject

Ninject – это быстрая и лёгкая библиотека для внедрения зависимостей (Dependency Injection) для приложений платформы .Net.

Данная библиотека помогает организовать слабое связывание между слоями трёхслойного приложения. Иными словами, используется последний принцип SOLID – принцип инверсий зависимостей (Dependency Inversion Principle).

В программе, которая была реализована во время летней практики, в папке Common добавлена библиотека классов под именем UserAward.Container, в котором находится статический класс NinjectCommon, осуществляющий работу с Ninject.

Чтобы управлять зависимостями через Ninject, сначала надо создать объект Ninject.IKernel с помощью встроенной реализации этого интерфейса – класса StandardKernel. После этого нужно установить отношения между интерфейсами и их реализациями. Для этого используется конструкция .Bind<>().To<>(), в которой в Bind указывается запрашиваемый интерфейс, а в To куда надо направить запрос, то есть, если надо обратиться к методу в логике для работы с пользователем, то обращение идёт к интерфейсу IUserLogic. Далее обращение переходит к классу, который реализует этот интерфейс, то есть к UserLogic. В статическом методе без выходных параметров Registration() записываются подобные конструкции для работы со слоями.

В методе Main(string[] args) происходит внедрение зависимостей:

userLogic = NinjectCommon.Kernel.Get<IUserLogic>();

В данном примере происходит обращение с интерфейсу IUserLogic и присваивание результата переменной userLogic. После этого с помощью переменной можно обращаться к методам класса UserLogic.

Перед внедрением зависимостей в методе Main(string[] args) обязательно нужно обратить к методу Registration().

…..

public static class NinjectCommon

{

private static readonly IKernel \_kernel = new StandardKernel();

public static IKernel Kernel => \_kernel;

public static void Registration()

{

\_kernel.Bind<IUserDao>().To<UserDao>();

\_kernel.Bind<IUserLogic>().To<UserLogic>();

\_kernel.Bind<IAwardDao>().To<AwardDao>();

\_kernel.Bind<IAwardLogic>().To<AwardLogic>();

}

}

…..

…..

private static IUserLogic userLogic;

private static IAwardLogic awardLogic;

static void Main(string[] args)

{

NinjectCommon.Registration();

userLogic = NinjectCommon.Kernel.Get<IUserLogic>();

awardLogic = NinjectCommon.Kernel.Get<IAwardLogic>();

…..

## Сущность (Entity)

Для работы с таблицами, которые хранятся в базе данных, в трёхслойном приложении нужны сущности, которые имеют такие же поля, как и таблицы в базе данных. Например, в таблице Award существуют следующие поля: id\_award, Title, Description. Каждое поле имеет свой тип, например, Title имеет тип varchar с размерностью в 50 символов (ссылка на приложение). В самой программе в библиотеке классов Entity существует класс Award, который состоит из следующих автосвойств: IdAward, Title, Description. Каждое автосвойство имеет тип, который соответствует типу в таблице базы данных, то есть для Title это будет тип string. Такой же класс существует для таблицы базы данных, которая хранит данные о пользователе.

…..

public class Award

{

public int IdAward { get; set; }

public string Title { get; set; }

public string Description { get; set; }

}

…..

Данные сущности используются в слое логики и слое базы данных. В слое логики они нужны для создания объекта класса с нужными параметрами и передачи его как параметра в методы слоя базы данных. В слое базы данных используются параметры переданного объекта класса.

…..

var title = new SqlParameter("@TITLE", System.Data.SqlDbType.VarChar)

{

Value = award.Title

};

…..

Также сущность используется для извлечения информации из базы данных. Например, метод GetAwards(), который возвращает коллекцию, состоящую из объектов класса Award.

…..

public IEnumerable<Award> GetAwards()

{

using (var connection = new SqlConnection(\_connectionString))

{

var command = connection.CreateCommand();

command.CommandType = System.Data.CommandType.StoredProcedure;

command.CommandText = "GetAwards";

connection.Open();

using (var reader = command.ExecuteReader())

{

while (reader.Read())

{

yield return new Award

{

IdAward = (int)reader["id\_award"],

Title = (string)reader["Title"],

Description = (string)reader["Description"]

};

}

}

}

}

…..

# База данных

Во время летней практики для трёхслойного приложения нужно было создать базу данных, которая хранит информацию о пользователях и наградах. Помимо этого, нужно было создать хранимые процедуры, чтобы, например, найти пользователя по его номеру или имени.

Для написания базы данных был использован Microsoft Server SQL.

База данных состоит из трёх таблиц: User, Award, User\_Award. В таблице User хранится информация о пользователях, то есть номер, имя, день рождения и возраст. В таблице Award хранится информация о наградах, то есть номер, название и описание награды. В таблице User\_Award хранится информация о том, какой пользователь какую награду имеет, то есть номер пользователя и номер награды.

Целью написания хранимых процедур была упрощение работы с данными из базы данных. Используя хранимые процедуры, сокращается код программы. Например, в методе для обновления данных о пользователе в базе данных происходит обращение к хранимо процедуре, которая, с помощь переданных ей параметров, обновляет данные. Без хранимой процедуры пришлось бы писать полный SQL-скрипт.

# Паттерн MVC